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“Despite the maturity of formal description languages and formal methods for
analyzing them, the description of real protocols is still overwhelmingly informal.
The consequences of informal protocol description drag down industrial produc-
tivity and impede research progress”. Pamela Zave [18]

1. Designing Protocols: State of The Art

Protocols are mainly specified in natural languages, such as English, without pre-
senting a formal specification or some sort of pseudo code. At first glance this seems
to be an advantage: everybody can easily read and understand the specification, and
hence, the protocol is easy to implement. However, looking at contemporary protocol
developments more closely, it turns out that natural languages are not proper specifi-
cation languages at all. They may be easy to understand, but this comes at a price.

(1) Specifications are (excessively) long. The description of the Session Initiation Pro-
tocol [15], for example, is 268 pages long (and is not even self-contained); the IEEE
Std 802.11TM-2012 [9] standard, which contains a set of media access control (MAC)
and physical layer (PHY) specifications for wireless networks, is 2, 793 pages long.

(2) Specifications are ambiguous. It is hard—maybe impossible—to write precise and
unambiguous specifications using natural languages only. Ambiguities in the Ad
hoc On-Demand Vector (AODV) protocol [12], for example, yielded 5 open-source
implementations to behave differently, although all following the standard closely. [7]

(3) Specifications are underspecified, and erroneous. A famous example is the Border
Gateway Protocol (BGP) [14], which is provably incorrect. [17]

These conclusions are neither new nor surprising, and documented in several re-
search papers, e.g. [18] or [16, Chap. 9]. It is the purpose of this abstract to provide
further evidence that formal methods in general and process algebra in particular can
overcome these problems. They provide powerful tools that help to analyse and evalu-
ate protocols, already during the design phase. I will illustrate this by a formal analysis
of AODV [12], a routing protocol currently standardised by the IETF MANET work-
ing group. I will report how a combination of pen-and-paper analysis, model-checking
and interactive theorem proving has helped to carry out the analysis. This case study
shows (again) that formal methods are mature enough to support protocol design from
the beginning. It is my belief that the use of formal methods could have found and
prevented limitations in AODV-like protocols as reported in [10].

2. Formal Specification Languages

I believe that formal specification languages and analysis techniques are now able
to capture the full syntax and semantics of reasonably rich protocols. They are an
indispensable augmentation to natural language, both for specification and analysis.
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Even when formal analysis is not the final aim, the use of formal languages is
useful: they are unambiguous, reduce significantly the number of misunderstandings,
and clarify the overall structure. By this, they almost always avoid underspecifications.
Obviously, formal specification languages cannot prevent errors a priori, but they will
make them less likely. If no formal analysis is required, it does not really matter which
formalism is used. The choice of formal specification languages is numerous: it ranges
from timed automata, which offer tool support via model checking (e.g. [3]), via the
inductive approach, which offers interactive theorem proving support [11], to algebraic
characterisations such as semirings (e.g. [8]) and process algebra (e.g. [5]). For our case
study (see below), process algebra was chosen as specification language. It has the
advantage that it is closely related to programming languages, and hence specifications
are easy to understand by software engineers as well, not only by theoreticians.

3. Case Study: The AODV Routing Protocol

Together with my colleagues R. van Glabbeek, M. Portmann, W.L. Tan, A. McIver
and A. Fehnker, I used the process algebra AWN [5] for wireless mesh networks to obtain
the first rigorous formalisation of the specification of the AODV routing protocol [12].
In contrast to the 30+ pages of the ambiguous RFC, the created precise, yet very
readable specification consists of roughly 200 lines. An analysis of this specification
revealed that under a plausible interpretation of the original specification of AODV, the
protocol admits routing loops [7]; this is in direct contradiction with popular belief,
the promises of the AODV specification, and the main paper on AODV [13] (with
over 13000 citations). However, we also proved loop-freedom of AODV under a subtly
different interpretation of the original specification. [6]

AWN was initially developed for wireless networks, and has therefore in-built sup-
port for node mobility, broadcast/multicast communication etc. However, AWN allows
modelling of any type of communicating concurrent processes, and can be used for a
wide range of networks and protocols. The syntax of the AWN language is simple and
reads much like a programming language, but it is implementation independent and
has all the required properties to be able to formally reason about protocol and network
properties, and to provide mathematically rigorous proofs. It has been combined with
the model checker Uppaal [4] and with the proof assistant Isabelle/HOL [1, 2].

4. Looking Ahead

State-of-the-art formal description languages can be used to specify and analyse
rather complicated protocols. To achieve more automation in the analysis, they often
offer tool support, such as model checking. So, the question remains why these methods
are not used in industrial production? I believe that three ingredients are still missing:
(1) Better (easy to use) tool support : better tools and faster computers allow more and
more automation. However, the use of tools often requires special knowledge (how to
use the tool) or a special input format (e.g. timed automata). (2) Code generation: it
is often believed that the combination of formal specification followed by implementa-
tion requires more time (and hence more money) than just implementing the protocol
straight away. If entire (or at least parts of) implementations could be generated out of
formal specifications automatically, one could gain even more advantages from formal
methods. (3) Training: to use formal methods, engineers working in industry must be
aware of them; this can only be achieved by training. Current research tackles the first
two items, the last one may be the hardest to achieve.
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